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Abstract

Two spanning trees of a given graph G
are said to be independent if they are rooted at
the same vertex » and for each vertex v, v£r, the
two paths from r to v, one path in each tree, are
internally disjoint. A set of spanning trees of G
is said to be independent if they are pairwise
independent. A recursive circulant graph R(N,d)
has N=cd" vertices, where (<c<d, and every
vertex v in R(N,d) is adjacent to vertices
vtd(mod N), where k=0, 1, 2, ..., m—1. Since
R(cd",d)y can be recursively partitioned into d
induced subgraphs R(cd"”'.d), this family of
circulant graphs is named as “recursive”.
R(ed",d) is regular with degree O, where 0 is
2m=1, 2m, 2m+1 or 2m+2, depending on the
value of parameters ¢ and d. In this paper, we
shall propose efficient algorithms to construct &
independent spanning trees rooted at any vertex
in a recursive circulant graph.

Keywords: recursive circulant graphs,
independent spanning trees,
internally disjoint paths, fault-
tolerant broadcasting.

1. Introduction

In this paper, we deal with the
independent spanning trees on a special family
of interconnection network, called recursive
circulant graphs. A recursive circulant graph
R(N,d) has N=cd" vertices labeled from 0 to
N-1, and every vertex v in R(N,d) is adjacent to
vertices [vtd'], , where (0<c<d, n>0, and k = 0,
1, 2, ..., m—1. Notice that [«]. denotes # modulo
c. Recursive circulant graphs are vertex
symmetric, and thus regular [13]. We denote by
0 the degree of vertices in R(cd”,d). Then, & in
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closed-form is shown below:

@m-1 ife=1,d=2,m=2;
5:5 2m ife=ld>2,m=1;
m+1l ife=2,m=1;
Bm+2 ife>2,m=1.

For example, Figure 1 shows the graphs R(8,2),
R(9,3), R(18,3) and R(12,4), which stand for
distinct cases of parameters ¢ and d.

Recursive circulant graph R(cd”,d) has a
recursive structure since the graph can be
partitioned into d induced subgraphs
isomorphic to R(cd"’,d). For example, R(18,3)
shown in Figure 1(c) contains three disjoint
copies of R(6,3). Notice that each induced
subgraph R(6,3) of R(18,3) contains exactly
those vertices having the same remainder of
division by 3. In Figure 1(c), vertices 0, 3, 6, 9,
12 and 15 induce an R(6,3) subgraph of R(18,3).
Besides, the basic cycle of a recursive circulant
graph is the cycle that consists of all the edges
not in the induced subgraphs [4]. In R(18,3), the
basic cycle contains edges (0,1), (1,2), ..,
(16,17), (17,0) which form a Hamiltonian cycle.

In 1994, Park and Chwa first proposed
recursive circulant graphs [13]. This family of
graphs is important due to its flexibility and
extensibility. In addition, they are suitable for
developing algorithms [4, 10, 11, 14, 16, 18].

Next, we introduce the definition of
independent spanning trees. Considering a
graph G=(V,E), a tree T is called a spanning
tree of G if T is a subgraph of G and T contains
all vertices in V. Two spanning trees of G are
said to be independent if they are rooted at the
same vertex, say », and for each vertex v [
N{r}, the two paths from r to v, one path in
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(a) R(8.2)
c=1,d=2.m=3

(b) R(9.3)
c=1,d=3,m=2

(c) R(18.3)
c=2,d=3,m=2

(d) R(12,4)
c=3,d=4.m=1

Figure 1. Examples of recursive circulant graphs.
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Figure 2. Five independent spanning trees of R(8,2).

each tree, are internally disjoint. A set of
spanning trees of a graph is said to be
independent if they are pairwise independent.

Finding independent spanning trees of a
given graph has applications in the fault-
tolerant broadcasting protocols of distributed
computing networks [2,7,12,15]. The fault-
tolerance is achieved by sending & copies of the
message from the root (source node) of £
independent spanning trees. If the source node
is faultless, this broadcasting protocol can
tolerate up to -1 faulty nodes.

In [7], Itai and Rodeh gave a linear time
algorithm for finding two independent spanning
trees in a biconnected graph. In [5], Cheriyan
and Maheshwari showed that, for any 3-
connected graph G and for any vertex r of G,
three independent spanning trees rooted at » can
be found in O(|V)|E|) time. In [19] and [9], the
authors conjectured that any k-connected graph
has & independent spanning trees rooted at an
arbitrary vertex r. This conjecture is still open
for arbitrary k-connected graphs with £ > 3. In
[6], Huck has proved that the conjecture is true
for planar graphs.

In [17], Tang et al. studied the
independent spanning trees of k-connected and
k-regular graphs. They found several common

properties, which are helpful for finding
independent spanning trees in these graphs. Let
G be a k-connected and k-regular graph and let
IST denote a set of k independent spanning trees,
if exists, rooted at vertex r in G. Then, the
following properties must hold.

Property 1. The root vertex r has only one child
in every tree of the IST.

Property 2. The roof vertex r has k-1
grandchildren in every tree of the IST.

For example, an IST of R(8,2) is shown in
Figure 2. Since R(8,2) is a 5-connected and 5-
regular graph, the IST contains five
independent spanning trees rooted at one vertex.
The root vertex of every tree has one child and
four grandchildren. Throughout this paper, we
denote a tree in an IST of R(N,d) by T(N.,)),
where  is the only child of the root.

The neighborhood of vertex v, denoted
by N(v), is the set of vertices adjacent to v in a
graph. Let parent(v,f) denote the parent of
vertex v in tree T(NV,f) and let ancestor(v,f)
denote the ancestor set of a vertex v in T(N,?).
The following properties also hold in an IST of
R(N,d).

Property 3. For every non-root vertex v, the
union of all parent(v,t) in an IST is the



neighbor of vertex v.

Property 4. For every non-root vertex v, the
intersection  of  ancestor(vii) and
ancestor(v,j) is the root vertex, where
T(N,i) and T(N,j) are two distinct trees
in the IST.

Using vertex 4 in the IST shown in Figure 2 as
an example, parent(4,4) [ parent(4,2) O
parent(4,6) [ parent(4,1) 0O parent(4,7) =
{0,2,6,3,5} = N(4). For any two trees 7(8,i) and
7(8,)), ancestor(4,i) n ancestor(4,/) = {0}. By
the way, Property 4 can be used to verify the
independency of a set of spanning trees rooted
at one vertex.

A chordal ring, denoted by C(N,d), is a
4-connected and 4-regular graph with vertex set
V= {0,1,2,...N-1} and edge set E = {(u,v)|
[v—uly = 1 or d}, where 2 < d < N/2 [1,3].
Chordal rings have close relation to recursive
circulant graphs. For example, R(9,3) and
R(12,4) shown in Figure 1 are both chordal
rings, while R(8,2) and R(18,3) are not. On the
other hand, C(12,4) is a recursive circulant
graph, while C(12,3) is not. In [8], Iwasaki et al.
proposed an algorithm to find an IST of C(V,d).
Their algorithm also works for recursive
circulant graphs with degree 4. Furthermore,
like chordal rings, some IST’s of a recursive
circulant graph have the following property.

7(4,2)

7(4,1)

Property 5. For all t < N/2, T(NN-t) is
constructed symmetrically from
T(N,t) by changing each non-
root vertex v to [N—v/],.

For example, see Figure 2 again. 7(8,6) is
obtained from 7{(8,2), while 7(8,7) is obtained
from 7(8,1) using the symmetrical property of
R(8,2). Particularly, 7(8,4) is symmetrical to
itself.

As we mentioned at the beginning of this
section, recursive circulant graphs are ©o-
connected and O-regular, but O is varied
according to the value of parameters ¢, d and m.
In this paper, we shall prove that Zehavi's
conjecture is true for all recursive circulant
graphs. That is, we shall propose efficient
algorithms to construct & independent spanning
trees rooted at any vertex in a recursive
circulant graph. Since recursive circulant graphs
are  vertex-symmetric. Without loss of
generality, we simply consider independent
spanning trees rooted at vertex 0 of a recursive
circulant graph.

The remainder of this paper is organized
as follows. In Section 2, we shall propose an
algorithm for constructing an IST of R(2",2). In
Section 3, we shall propose an algorithm for
constructing an IST of R(d",d), for all d > 2.
Section 4 contains our concluding remarks.

7(4.,3)

7(16,12)

7(16,14) 7(16,15)

Figure 3. (a) The IST of R(4,2); (b) an IST of R(16,2).



2. Constructing independent
spanning trees on R(2",2)

In this section, recursive circulant graph
R(2".2) is taken into consideration. R(2",2) is
(2m-1)-connected and (2m—1)-regular, where
m22. In case of m=2, R(4,2) is a 4-clique. The
IST of R(4,2) is shown in Figure 3(a).

Note that the degree of each vertex in
R(2"2) is two greater than the degree of each
vertex in R(2"72). Thus, an IST of R(2"2)
contains two more spanning trees than an IST
of R(2"72). The construction algorithm
consists of three steps. First, we use a recursive
procedure to construct 7(2",2"), T(2",2"7), ...,
7(2"2%) and T(2"2). Next, we construct
TQm2m=2mhy,  T2m 22"y, L., T(2"2"-2%)
and 7(2",2"-2) symmetrically. Finally, we use a
bit-comparing scheme to determine the parent
of each vertex in 7(2",1) and 7(2", 2"-1). For
some conflicting edges among these spanning
trees, necessary transformation is performed in
order to hold the independent property. We give
the construction algorithm of an IST of R(2”,2)
as follows.

Algorithm IST R2(m)

Input: m.

Qutput: An IST of R(2",2).

Method:

Step 1. If m = 2, then return the IST of R(4,2);
else call IST R2(m-1)
endif

Step 2. ( construct 7(2",2"), where i= 1,2, ..., m=1)
For i=1tom-1 do

Substep 2.1 (Create the only child of the

root)

parent(2,2') =0

Substep 2.2 (Create 2m—2 grandchildren)
For each vertex v is a neighbor of vertex 2/
and v Z 0 do
parent(v, 2"y =2’
enddo
Substep 2.3 (determine the parents)
For each vertex v is not a neighbor of vertex 2
do
If v is even, then
let p = parent(v/2,2"™) in IST of R(2"™2),
parent(v,2") = 2p
else (v is odd)
if v<2', then
let p = parent((v+1)/2,2" ") in IST
of R(2"™2),
parent(v,2') = 2p-1;
else (v > 2
let p = parent((v—1)/2,2'") in IST

of R(2",2),
parent(v,2') = 2p+1
endif
endif
enddo
enddo
Step 3. (symmetrically construct 7(2", 2"=2"),
where i=1,2, ..., m=2)
Fori=1tom-2do
For every vertex v in 7(2".2"y and v # 0 do
replace the label of v with 2" —v
enddo
enddo
Step 4. (construct 7(2",1) and 7(2",2"-1))
Substep 4.1 (Create the only child of the root)
parent(1,1) = 0;
parent(2"-1, 2"-1) = 0.
Substep 4.2 (create 2m—2 grandchildren of the root)
For each vertex v is a neighbor of vertex 1
and v # 0 do
parent(v,1) = 1;
parent(2"-v,2"-1) =2"-1
enddo
Substep 4.3 (determine parent and do transformation)
For each vertex v is not a neighbor of vertex 1 do
Let v, V... ViV, be the m-bit binary
string of vertex v, and let v, be the right-
most different bit between vertices v
and 1. We set
parent(v,1) = v=27;
parent(2"-v, 2"—1) = 2"—y+2?
If p # 0 then we can find the transformed tree
7(2"” x) where parent(v,x) = v—27. We set
parent(v,x) = v—1;
parent(2"-v, 2"-x) = 2"-y+1
endif
enddo
End of Algorithm IST R2

We use the ST shown in Figure 3(b) to
illustrate Algorithm IST R2. In Step 2, 7(16,8),
7(16,4) and 7(16,2) are directly obtained from
7(8,4), 7(8,2) and 7(8,1) (as shown in Figure 2).
In Step 3, 7(16,12) and 7(16,14) are obtained
symmetrically from 7(16,4) and 7(16,2),
respectively. In Step 4, 7(16,1) and 7(16,15) are
constructed simultaneously. By comparing the
binary string of vertex v with the binary string
of vertex 1, the parent of every vertex v in
7(16,1) is determined. For example, the binary
string of vertex 11 is 1011, the second bit (p=1)
is the right-most different bit between 1011 and
0001. Thus, parent(11,1) = 112" = 09,
Furthermore, if parent(v,1) # 1 (v is not a
grandchild of the root) and v—parent(v,1) > 1 (v
is not a leaf or edge (parent(v),v) is not in the



basic cycle of R(16,2)), there must be a
conflicting edge in tree 7(16,x) in which
parent(v,x) = parent(v,1). This is a violation to
both Properties 3 and 4. Therefore, parent(v,x)
should be changed to v-1. For example,
parent(11,1) = 9 in Substep 4.3 causes a conflict
with parent(11,8) = 9 in Substep 2.3 and, thus,
parent(11,8) is changed to 10.

In Algorithm IST R2(m), an IST of
R(2"2) is constructed by recursively calling
IST R2(m—1) twice, computing the
symmetrical trees, computing 7(2”,1) and

7(2",2"-1), and then doing some transformation.
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Let AN) denote the running time of Algorithm
IST_R2, where N=2" is the number of vertices
in R(2",2). Then, we have a recurrence equation
that bounds f{N):

AN)=2AIN/2) + cN,

where ¢ is a constant. By means of
repeated substitution, we can prove that A{N) is
O(N log,N), or O(mN). Thus, Algorithm IST
takes O(mN) time to construct 2m—I
independent spanning trees of R(2",2).

7(3,2)

7(9,1) 7(9.8)

@ T27.18)

Figure 4. (a) The IST of R(3,3); (b) an IST of R(9,3); (¢) an IST of R(27,3).



Lemma 1. The 2m—1 trees constructed using
IST R2 are spanning trees of
R( 111,2)‘

Proof: We will prove this lemma by induction
on m. For m=2, it is obviously true, see the
three trees shown in Figure 3(a). Suppose that
T(2™'2") (0 < i £ m-2) are spanning trees of
R(2™"'2). Then, T(2™,2") (1 < i < m—1) are also
spanning trees of R(2",2) since they are
obtained directly from 7(2™,2") and, mostly
important, the transformation step (Substep 4.3)
does not change the tree property of any
transformed tree. 7(2™1) is created in such a
regular manner that for every vertex v (v is not a
neighbor of vertex 1), parent(v,1) is less than v.
Since 2"-1 edges are created in Step 4 and no
cycle is formed, 7(2™,1) is also a spanning tree
of R(2™,2). As for T2",2"-2") (0 < i £ m-2),
they are spanning trees of R(2™2) due to the
fact that they are obtained directly form
er,2h. Q.E.D.

Next, we will prove the spanning trees
constructed using Algorithm IST R2 are
mutually independent. We only give a concise
proof.

Theorem 2. Algorithm IST R2 correctly
constructs an IST of R(2".2) in O(mN) time,
where N = 2" is the number of vertices in
R(2",2).

Proof: Let T(2"f) be a spanning tree
constructed using Algorithm [ST R2. Let
tyat,s ... tit, denote the m-bit binary string of
vertex £, and let ¢, is the right-most non-zero bit
in £. We can prove that every vertex in the path
from v to ¢in T(2",f) changes according to an
ordered sequence like {+27, +27'' . #2"7
#2420 42/ #2772 Note that some
integers in the sequence are replaced with 0 for
a specific vertex. Let v,_v, ... v,v, be the
binary string of vertex v. In case of v, = ¢, , the
integer +2'is replaced with 0 in the sequence.
We can prove this by induction on m. If this
property holds in every tree, then, for any two
trees 7(2",s) and T(2"f), ancestor(v,s) N
ancestor(v,?) = {0}. Q.E.D.

3. Constructing independent
spanning trees on R(d", d), d>2

Suppose d > 2, R(d",d) is 2m-connected

and 2m-regular. Thus, 2m independent spanning
trees should be constructed on R(d",d). In the
case of d=3 and m=1, R(3,3) is a 3-clique. The
IST of R(3,3) is shown in Figure 4(a).

The basic idea of creating an IST of
R(d",d) is similar to that of R(2",2). The most
important step is to construct 7(d",1), which is
achieved by a bit-comparing scheme. In
addition, the construction algorithm for R(d",d)
with odd d is a little different from that with
even d. In this paper, we only propose the
algorithm deals with odd J for conciseness’
sake.

Letv,, v, ... v,v, be the m-bit string of v
in base d representation. Then, we assume that
v, is the right-most different bit between
vertices v and 1 (in base d representation). In
addition, assume v, is the left bit of v, , i.e., ¢ =
ptl (p < m=1) or ¢g=0 (p=m—1). We give the
construction algorithms for R(d”,d) as follows.

Algorithm IST Rd(m)

Input: m.
Output: An IST of R(d",d), where d>2 and d is
odd)
Method:
Step 1. (recursive procedure)
If m=1, then
return the IST of R(d,d);
else
call IST Rd(m-1)
endif

Step 2. (construct 7(d",d), where i = 1,2, ..., m—1)
Fori=1tom-1do

Substep 2.1. Construct d trees by copying
T(d"",d™") and then changing the label
of vertex v in d trees from
[dv—(d-1)/2]y to [dv+(d—1)/2]y,
respectively.

Substep 2.2. Construct 7(d",d') by
connecting d vertices which are
labeled from d'—«(d-1)/2 to d+(d-1)/2.

Substep 2.3. Symmetrically construct 7(d”, &"-d').

enddo
Step 3. (construct 7(d",1))
For each vertex v # 0 do (determine parent
for every vertex)
Substep 3.1. do case
case 3.1.1. v, = 0 : parent(v,1) = v+1
case 3.1.2. v, = 0 : parent(v,1) = v-1

case 3.1.3. 0 <v, < (d-1)2 and 0 <v, < (d-1)/2:

parent(v,l) = v—d
case 3.1.4. 0 <v, < (d-1)/2 and (d-1)12 <v,
parent(v,1) = [v+d]y
case 3.1.5. (d-1)/2 <v, : parent(v,1) = v—1
endcase



Substep 3.2. Find the corresponding
transformed tree for cases 3.1.3 and
3.1.4 and do the transformation.
enddo
Step 4. Symmetrically construct 7(d”, d"—1).
End of Algorithm IST Rd

We use the IST shown in Figure 4(c) to
illustrate Algorithm IST _Rd. In Step 2, 7(27,9)
and 7(27,3) are obtained from 7(9,3) and 7(9,1)
(shown in Figure 4(b)), respectively.
Meanwhile, 7(27,18) and 7(27,24) are obtained
from 7(27,9) and 7(27,3), respectively. In Step
3, the parent of every non-root vertex v in
7(27,1) is determined by comparing the bit
strings of v and 1. For example, By comparing
the 3-bit string of vertex 12 (110 in base 3) with
the 3-bit string of vertex 1 (001 in base 3),
parent(12,1) = 12+1 = 13 since the right-most
different bit is v, and case 3.1.1 hold. For vertex
13 (111 in base 3), the right-most different bit is
v, and case 3.1.3 hold, thus parent(13,1) =
13-3' = 10. Since vertex 13 is neither a
grandchild of the root nor a leaf in 7(27,1),
there must be a transformed tree. 7(27,9) is the
transformed tree in which parent(13,9) is also
10. As a result, parent(13,9) is changed to 12 in
order to hold the independent property. In Step
4, T(27,26) is obtained symmetrically from
7(27,1). Another example of Algorithm IST Rd
is shown in Figure 5.

In Algorithm IST Rd, an IST of R(d",d)
is also recursively constructed. Let A{N) denote
the running time of Algorithm IST Rd, where
N=d" is the number of vertices in R(d",d). Then,
we can prove that {N) is also O(mN).

7(25.20)

(b)

Lemma 3. The 2m trees constructed using
IST Rd are spanning trees of
R(d",d).

The proof of Lemma 3 and Theorem 4 is
similar to Lemma 1.

Theorem 4. Algorithm IST Rd correctly
constructs an IST of R(d",d) in O(mN) time,
where N = d" is the number of vertices in

R(d"d).

The proof of Theorem 4 is similar to
Theorem 2, but more complex. We omit it for
conciseness’ sake.

4. Concluding remarks

In this paper, we present different
algorithms  for  constructing independent
spanning trees on recursive circulant graphs
R(2"2) and R(d",d). We can generalize these
results to all recursive circulant graphs.
Intuitively, by pruning some vertices, an IST of
R(d",d) can be transformed to an IST of
R(cd™™,d) with 1<c<d.

7(25,24) 7(25.1)

Figure 5. An IST of R(25,5).
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