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Abstract-Efficient data reporting is an important 
issue for wireless sensor networks (WSNs) with 
mobile sinks. However, high sink update cost 
causes sensor nodes to consume much energy, 
especially when sinks move rapidly. In this paper, 
we propose an efficient data reporting scheme in 
large WSNs with mobile sinks. In our network 
environment, the sensor field is divided into 
several grids, and forms a hierarchical sensor 
network adaptively, according to network sizes. 
We set location servers to provide the location 
information of the mobile sink. Only those sensor 
nodes in a small area where the mobile sink is 
located need to construct weight function to find 
an efficient path to the mobile sink. Therefore, 
energy consumption caused by location update 
cost from the mobile sink is significantly reduced. 
Meanwhile, we dynamically adjust the update 
scope according to the location of the mobile sink, 
to further reduce the energy consumption. 
Simulation results show that our proposed method 
is scalable, and outperforms TNT and our previous 
work[9], in terms of average energy consumption 
per round and successful rate. 
 
Keywords: wireless sensor networks, data 
reporting, hierarchical, mobile sink, grid.  
 
 
1. Introduction  

A wireless sensor network (WSN) is composed 
of one or several sinks (base stations), and a large 
number of sensors. Sensor nodes have limited 
capacities, such as power supply, computing 
ability, and memory storage,…, etc., and are 
responsible for sensing and forwarding the specific 
data to the sink[1]. Therefore, WSNs are relegated 
as application or task oriented networks. 

Data gathering is a basic and important 
operation in WSNs. It can be categorized into three 
methods including time-driven, event-driven, and 
query-driven [2]. In these methods, sensor nodes 

near to the sink usually consume more energy to 
deliver data than sensor nodes far from the sink 
and the network lifetime suffers from the hotspot 
problem when the sink is stationary. Recently, a 
number of proposed studies [3-7] showed that 
mobile sinks can provide lots of advantages over 
static sinks. For example, a mobile sink can 
redirect traffic flows and balance the energy 
consumption among sensor nodes. However, in 
such scenario that the mobile sink moves 
arbitrarily in the sensor field, how to design an 
efficient data reporting scheme for sensor nodes is 
a critical issue. 

In [8], Q.Ye et al. have proposed two protocols, 
called TNT and PTNT, to address sink mobility 
problem. In TNT, each node maintains a tracking 
counter and sets up a beacon timer. The mobile 
sink broadcasts a beacon periodically to its 
neighboring nodes. If a neighboring node receives 
the beacon, then increases its tracking counter by 1, 
otherwise, decreases that by 1 when the beacon 
timer expires. Therefore, the sensed data can be 
forwarded to the mobile sink by using the 
sequence of the tracking counters. However, in this 
scheme, inefficient paths could be incurred due to 
the special movement patterns of the sink, thus 
result longer transmission delays.  

S.-F. Hwang et al. [9] proposed a weight 
function to provide efficient data reporting in 
WSNs with mobile sinks. Sensor field is divided 
into several grids and only one node is selected as 
a head in each grid. For saving energy, some heads 
become active nodes to sense and forward data in 
each round. The definition of a round is, the 
mobile sink issues a query to request active nodes 
to sense and gather the queried data, and the sink 
moves arbitrarily until it receive the gathered data. 
In addition, all active nodes are classified into 
multiple levels. The classified levels are utilized to 
construct the weights of active nodes, according to 
the weight algorithm in [9]. When the active nodes 
receive a query from the mobile sink, the queried 
information can be forwarded along the path 



determined by the active nodes’ weights. When the 
mobile sink moves, it only needs to locally 
broadcast an update packet to its neighboring 
active nodes, and the classified levels are used to 
limit weight update scope. However, this method 
can not scale well to large sensor networks, the 
main reason is that the location update scope 
becomes very large, and the frequent location 
updates consume much energy. 

In this paper, we propose a scalable method to 
improve the method proposed in [9]. Our proposed 
method is based on [9], the differences are that we 
divide the sensor network into several blocks 
adaptively to form a hierarchical sensor network.  
Only sensor nodes in the block where the mobile 
sink is located need to construct multiple levels 
and weights information. Therefore, the update 
scope is limited to a block. Furthermore, we 
propose a dynamic update method to adjust the 
update scope dynamically, according to the 
location of the mobile sink. 

The rest of this paper is organized as follows. 
Section 2 introduces the network model. Section 3 
describes efficient data reporting. Section 4 
summarizes simulation results. The conclusion is 
in Section 5. 
 
2. Network Model 

Let a sensor network be partitioned into 2 2n n×  
grids, and the coordinate of a node is the 
coordinate of the grid that it is located in.  

The node with the smallest ID in a grid will 
first serve as the head. Other nodes in the grid 
enter to sleep mode for conserving energy. In 
addition, some heads are designated to be active 
nodes and other heads enter to sleep mode 
according to the active node selection algorithm 
proposed in [9]. Figure 1 displays two examples of 
the selected active nodes by using the active node 
selection algorithm.  

For the communication of two adjacent active 
nodes, the transmission range is defined as 2 2 d, 
where d is the length of the grid side. For good 
coverage, the sensing range is defined as 5 d. 

 
(a) round r (odd)      (b) round r+1 

Figure 1. Active nodes in round r and round r+1. 
 

In order to manage the network efficiently, the 

network is partitioned into different layers in 
advance as follows. 

A grid is called a layer-0 grid. A layer-1 grid is 
composed of 2 2r r×  layer-0 grids, 1r ≥ . (For 
convenience, a layer-1 grid is called a block later). 
A laye-2 grid is composed of 2×2 layer-1 grids, 
and a layer-i grid is composed of 2×2 layer-(i-1) 
grids, 2, , 1i n r= − +L . 

Let a node p with coordinate
0 0( , )x y , then its 

coordinate in the block where it located is 

( )0 0( ', ') mod 2 , mod 2r rx y x y= ,       (1) 

and its coordinate of layer- i is 

( ) 0 0, , , 1,2, , 11 12 2
i i

x yx y i n rr i r i
⎛ ⎞⎢ ⎥ ⎢ ⎥

= = − +⎜ ⎟⎢ ⎥ ⎢ ⎥⎜ ⎟+ − + −⎣ ⎦ ⎣ ⎦⎝ ⎠
L
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Figure 2 shows an example of a 2 layers sensor 
network, where r=2, n=3. The original coordinate 
of A is (5,6), the coordinate of A in its block is 
(1,2), and the coordinates of A in layer-1 and 
layer-2 are (1,1) and (0,0), respectively. 
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        (a)             (b) 

Figure 2. (a) Original coordinates, (b) The 
coordinates of A in layer-1 and layer-2. 

 
Those active nodes which are closest to the 

center in each layer-i grid are chosen as location 
servers of layer-i, 2i ≥ . They record the location 
information about the mobile sink. If the 
coordinates of the mobile sink in layer-i is ( , )i ix y , 
then its location server of layer-i stores the 
location information of the mobile sink as 
sink_loc(sink_id, ( , )i ix y ) in its location table. 

 
3. Efficient Data Reporting 

In this section, we describe the proposed 
efficient data reporting scheme, including the 
classification of active nodes, the construction of 
local weights, the dynamic update method and data 
forwarding. The main goal of our scheme is to 
reduce the energy consumption and support good 
scalability as well. 
 
3.1 Classification of active nodes 

The objective of active nodes classification is to 



balance the energy consumption among active 
nodes. First, all active nodes are classified into two 
levels, level 1 and level 2, by using the active node 
level classification algorithm proposed in [9], as 
shown in Figure 3. Therefore, an active node p can 
determine whether it belongs to level 1 or level 2 
in round r, and sets up its low level value L(p). 
After the active node p knows its L(p) (i.e. equal to 
1 or 2) in a given round, then its highest level 
value L'(p) will be defined in advance. 

ActiveNodeLevelClassification(r,                   )

if (    mod 2 = 0 and r mod 4 = 0 or 1) or
(    mod 2 = 1 and r mod 4 = 2 or 3) then

L(p)=1
else

L(p)=2
end if

'x

( ', ')p x y=

'x

 
Figure 3. Active node level classification 

algorithm. 
 

The following definition 1 is used to find the 
highest level of the active node p. 

Definition 1. For an active node p, if its four 
(diagonal) neighboring active nodes exist and all 
of them belong to level i (i≧2), then the active 
node p belongs to level (i+1). The highest level of 
an active node is the maximum value of the level 
which it belongs to. 

By definition 1, active node p can know which 
levels it belongs to by locally communicating with 
its neighboring active nodes, and active node p can 
find its L'(p). We observe that the active node will 
be closest to the center of the sensor field if its 
highest level value is maximum. 

Figure 4 shows an example of the classified 
level in a 8×8 (grids) networks. First, level 1 active 
node A has four neighboring level 2 active nodes, 
thus node A belongs to level 3. Then, level 2 
active node B has four neighboring level 3 active 
nodes, node B belongs to level 4. Final, level 3 
active node C knows that it also belongs to level 5 
in the same way. Consequently, we have L(A)=1, 
L' (A)=3, L(B)=2, L' (B)=4, L(C)=1, and L' (C)=5.  

level 1
level 2
level 3
level 4
level 5

A

B

C

  

  

 

 
Figure 4. Levels of some active nodes in a block. 

 
3.2. Construction of local weights 

When the mobile sink executes a task, it first 
issues a Sink Query Packet (SQP), and then 
broadcasts it to all active nodes. The SQP format is 
Sink_Query <sink_id, type, weight, round>, where 
the type field represents the role of the active node 
sending the SQP packet, the round field means 
current round number. The type values is 0, 1, or 2, 
which indicates the mobile sink, level 1 active 
node, or level 2 active node, respectively. Each 
active node receiving the SQP packet builds its 
low level weight w, and highest level weight w'. 
The w and w' are utilized to forward data during 
data reporting.  

An active node p receiving the SQP packet for 
the first time determines if it should rebroadcast 
the SQP packet or not, and then sets up its low 
level weight according to the weight construction 
algorithm in [9]. Figure 5(a) shows an example of 
low level weight construction, the number 
displayed in the bottom-right corner of each grid 
indicates w. We can observe that an active node far 
away from the sink will have larger w than those 
which are near to the sink. After the active node p 
obtains its w(p), it use (3) to calculate w'(p). Figure 
5(b) is an example of highest level weight (w') 
construction, the number displayed in the 
bottom-right corner of each grid indicates w and 
the other number displayed in the upper-right 
corner of each grid indicates w'. Note that only the 
active nodes in the block including the sink need to 
construct the weight values. If an active node 
needs to transmit data packet to the sink, it just 
needs to query its nearest location server to get the 
location of the block which the sink is located in. 

'( ) ( )'( ) max{ ( ) ( ),0}
2

L p L pw p w p −= −       (3) 
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  (a)                (b) 

Figure 5. (a) An example of low level weight (w) 
construction. (b) An example of highest level 

weight (w') construction. Note that some grids do 
not be labeled w' values, it means that w' is equal 

to w. 
 

While the mobile sink just moves in a block, 
only some of the active nodes in the block need to 
update their weights according to the weight 
update algorithm in [9], as shown in Figure 7. 



However, when the mobile sink moves to a 
neighboring block, it will broadcast and construct 
the highest level value and weight values in the 
new block. The active nodes in the old block will 
keep the weight values for a while, until the border 
nodes of the old block do not sense the mobile sink.  
Figure 6 shows an example that a mobile sink 
moves to a neighboring block, it broadcasts an 
announcement packet to active nodes in the new 
block, active nodes receiving the packet construct 
their highest level value and weight values. 
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Figure 6. A mobile sink moves to a neighboring 

block. 
 

WeightUpdate (Sink_Beacon<sink_id, type, i>)
An active node receives a sink beacon packet
if L'(p)≧i then

if (type =0 and L(p)=1) or (type =1 and L(p)=2) or
(type =2 and L(p)=1) then

w'(p)=0
i=i+1
type= L(p)
broadcast sink beacon packet

end if
end if  

Figure 7. Weight update algorithm. 
 

3.3 Dynamic update method 
According to the weight values, we can find an 

efficient path to forward data to the mobile sink. 
However, when the mobile sink moves, weight 
information must be updated. Figure 7 is the 
weight update algorithm which proposed in [9], 
where i is used to limit the update scope, and its 
initial value is 1. The mean of the type is the same 
as in SQP packet. In this algorithm, an active node 
p receiving the sink beacon packet resets its w'(p) 
as 0, and increases i value by 1 to rebroadcast. It is 
obvious that a method for reducing weight update 
cost is to increase the increment of i value. For 
example, i = i + 1 can be simply modified as i = i + 

β, where β=1, 2, 3, …. Hence, the larger the β 
value is, the smaller the update scope is. However, 
this method is inflexible.  

When the mobile sink is in the corner of a block, 
and the β value is set as 1 (Figure 8(a)), the update 
cost is not very high and the effect on hop counts 
is not obvious. However, the update cost becomes 
very high while the sink moves to the center of a 
block. If the β value is set as 3 (Figure 8(b)), when 
the mobile sink is in the corner of a block, the 
update scope is too small to effect on the hop 
counts and the successful rate of data packets may 
decrease. However, when the sink is in the center 
of a block, since the active nodes reach the center 
of the sensor network easily according to the 
weight values of active nodes. Therefore, the sink 
update scope can be small and do not effect on the 
hop count and the successful rate of data packet. 

For avoiding the disadvantage of fixing β, we 
propose a dynamic update method to improve the 
energy efficiency and preserve the successful rate 
of data packet. We adjust the parameter of 
dynamic scope, β, according to the location of the 
mobile sink in a block. The algorithm is shown in 
Figure 9. 
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(a) Static weight update, β =1. 
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(b) Static weight update, β=3. 

Figure 8. Static weight update under different 
settings, (a) β=1 and (b) β=3. 

2rDynamicUpdate(                   , a , b , k,     )

then
β=a

else
β=b

end if

sink( , )s sx y

if ( 2  (1 ) 2  and 2  y (1 ) 2 )r r r r
s sk x k k k× ≤ ≤ − × × ≤ ≤ − ×

 
Figure 9. Dynamic update algorithm. 



 

 
Figure 10. An example of the setting of β. 
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(a)      (b) 

Figure 11. The effect on the update cost under the 
situation of Figure 10. 

 
If the mobile sink is nearer to the center than to 

the border, β is set as a, otherwise, β is set as b, 
where a > b. Figure 10 is an example of the setting 
of β, where value k is set as 1/4, value a is 3 and 
value b is equal to 1. Figure 11 indicates the effect 
on the update cost under the situation of Figure 10, 
in (a), since the mobile sink is near to the border of 
the block, the value of β is set as 1, and when the 
mobile sink moves to near the center as in (b), the 
value of β is adjusted dynamically to be 3. 
 
3.4 Data forwarding 

When an active node p needs to send data 
packet to the mobile sink s, there are two 
situations:  

(a) p and s are in the same block: First, active 
node p transmits a data packet to a neighboring 
active node n which has the smallest w'. If there 
are two or more neighboring active nodes with the 
same w', the active node p randomly selects one of 
them to transmit. Gradually, the data packet will 
be transmitted to an active node which w' is equal 
to zero. And then, this active node continuously 
forwards the data packet along the path that the 
active nodes which w' are zero, until reach to the 
mobile sink. Figure 12 shows an example of data 
forwarding where P1 and s are in a same block. 

(b) p and s are in different blocks: The active 
node p queries the location information of s from 
the nearest location server, and employs a greedy 
routing to forward the data packet to the block 
where the mobile sink is located. Then, the data 
packet will be transmitted to the mobile sink as 
situation (a). Figure 13 shows an example of data 

forwarding where P2 and s are in different blocks. 
Node P2 gets the location of the block which s is 
located in from its nearest location server, and then 
successfully forwards the data packet to the mobile 
sink s. 
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Figure 12. Data forwarding in a same block. 
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Figure 13. Data forwarding in different blocks. 

 
4. Simulation Results 

In the simulation environment, the entire sensor 
network is divided into 8×8, 16×16, 32×32 and 
64×64 grids with 400, 800, 3200 and 6000 sensor 
nodes, respectively. The side length of each grid is 
12.5m. We set a block size is 8×8 grids. The first 
order radio model proposed in LEACH[10] is used 
to calculate the energy consumption of a sensor 
node. The size of a data packet is 2000 bits and the 
size of a control packet is 64 bits. A mobile sink 
with speed 10m/s is deployed and the sink beacon 
interval varies from 1 to 6 seconds. We compare 
the proposed dynamic update method to our 
previous method [9] and TNT [8]. In [9], it 
requests the mobile sink to locally broadcast a 
weight update packet and uses a constant β value 
to limit the flooding scope of the update packet. 
Therefore, we abbreviate this method to be “static 
update”. On the other hand, in our proposed 
dynamic update method, β value is dynamically 
changed according to the location of the mobile 
sink in the block as shown in Figure 9 so that we 



present β value as (b,a) in the following simulation 
results. Three performance metrics including 
average energy consumption per round, average 
hop counts, and successful rate are evaluated. The 
successful rate indicates the ratio of the number of 
data packets successfully received by the mobile 
sink to the total number of data packets sent by 
active nodes. 
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(a) Network size: 8×8 grids 
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(b) Network size: 16×16 grids 
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 (c) Network size: 32×32 grids 
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(d) Network size: 64×64 grids 

Figure 14. Average energy consumption under 
different update scope settings. 

 
Figure 14 shows that the average energy 

consumption per round for different β values under 
different network sizes. In the proposed dynamic 
update method, the sensor network is partitioned 
into several blocks, and a small number of location 
servers are selected to store the sink’s location 
information. Meanwhile, in the block where the 
sink is located, the dynamic update method is 
utilized to reduce the weight update cost incurred 
by sink mobility. Therefore, it has less average 
energy consumption than the static update scheme, 
especially when the network size is large. Figure 

15 shows that the successful rate for different β 
values under different network sizes. The dynamic 
update method can keep high successful rate while 
reducing the average energy consumption per 
round. 

Figure 16 shows the successful rate and average 
hop counts under different network sizes and sink 
beacon intervals. The β values for dynamic update 
and static update method are set as (2,3) and 1, 
respectively. The results indicate that the dynamic 
update method has at least 90% successful rate 
even in high sink beacon intervals and large 
network sizes while the successful rate of the static 
update method decreases rapidly in the same 
environment. Moreover, in Figure 16(b), average 
hop counts of the dynamic update method do not 
be affected under different sink beacon intervals. 
Figure 17 shows the comparison of the dynamic 
update method, the static update method, and TNT. 
The results indicate that TNT has higher average 
hop counts than other methods and the dynamic 
update method has less energy consumption per 
round than other methods. 
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(a) Network size: 8×8 grids 
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(b) Network size: 16×16 grids 
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(c) Network size: 32×32 grids 
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(d) Network size: 64×64 grids 

Figure 15. Successful rate under different update 
scope settings. 
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Figure 16. (a) Successful rate, (b) Average hop 
counts under different network sizes and sink 

beacon intervals. 
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Figure 17. (a) Average hop counts, (b) Average 
energy consumption per round under different 

network sizes. 
 

5. Conclusion 
In this paper, we propose an efficient data 

reporting scheme in large wireless sensor networks 
with mobile sinks. We build a hierarchical sensor 
network to alleviate the energy consumptions of 
active nodes. Only the block where the mobile sink 
is located need to construct level and weight 
information, and provides an efficient reporting 
path to the mobile sink. We also propose the 
dynamic update method to reduce update cost in 
advance when the mobile sink moves. Simulation 

results show that our proposed method is scalable, 
and outperforms TNT and our previous work[9], in 
terms of average energy consumption per round 
and successful rate. 
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